**SSN COLLEGE OF ENGINEERING, KALAVAKKAM**

**DEPARTMENT OF COMPUTER SCIENCE AND ENGINEERING**

**UCS1712 – GRAPHICS AND MULTIMEDIA LAB**

**------------------------------------------------------------------------------------------------------------ Lab Exercise 7 : Cohen Sutherland Line clipping in C++ using OpenGL**

**Aim:**

* Apply Cohen Sutherland line clipping on a line (x1,y1) (x2,y2) with respect to a clipping window (XWmin,YWmin) (XWmax,YWmax).
* After clipping with respect to an edge, display the line segment with the calculated intermediate intersection points and the vertex list.
* Input: The clipping window co-ordinates and the line endpoints

Source Code :

| #include<GLUT/glut.h> #include<iostream> #include<string> #include<cmath> using namespace std; const double PI=3.14159265; void drawString(float x, float y, const char \*string) {  glRasterPos2f(x, y);  for (const char \*c = string; \*c != '\0'; c++) {  glutBitmapCharacter(GLUT\_BITMAP\_HELVETICA\_12, \*c);  } } void myInit() {  glClearColor(1.0,0.6,0.5,0.0);  glPointSize(2);  glMatrixMode(GL\_PROJECTION);  glLoadIdentity();  gluOrtho2D(0,480.0,0,480.0); } void myDisplay() {  glClear(GL\_COLOR\_BUFFER\_BIT);  glColor3f(0, 0, 0);  glBegin(GL\_LINES);  glVertex2f(0,240);  glVertex2f(0,-240);  glVertex2f(240,0);  glVertex2f(-240,0);  glEnd();  int xmin,xmax,ymin,ymax,ch,rows,cols=4;  float x,y,x1,y1;  cout<<"Enter number of lines :";  cin >> rows;  int \*\*matrix = new int\*[rows],\*\*bmatrix = new int\*[rows];  for (int i = 0; i < rows; i++) {  matrix[i] = new int[cols];  bmatrix[i] = new int[2];  }  for(int i = 0;i<rows;i++){  cout<<"Enter point 1(x1,y1) :";  cin >> matrix[i][0] >> matrix[i][1];  cout<<"Enter point 2(x2,y2) :";  cin >> matrix[i][2] >> matrix[i][3];  }  cout<<"Enter window xmin, xmax,ymin,ymax :";  cin >> xmin >> xmax >> ymin >> ymax;  glColor3f(0.0,0.0,0.0);  glBegin(GL\_LINE\_LOOP);  glVertex2f(xmin,ymin);  glVertex2f(xmin,ymax);  glVertex2f(xmax,ymax);  glVertex2f(xmax,ymin);  glEnd();  glColor3f(0.0,0.0,1.0);  for(int i=0;i<rows;i++){  glBegin(GL\_LINE\_STRIP);  glVertex2f(matrix[i][0],matrix[i][1]);  glVertex2f(matrix[i][2],matrix[i][3]);  glEnd();  for (int j=0;j<2;j++){  if(matrix[i][0+2\*j]<xmin){  if(matrix[i][1+2\*j]<ymin){  bmatrix[i][0+j] = 5;  }  else if (matrix[i][1+2\*j]>ymax){  bmatrix[i][0+j] = 9;  }  else{  bmatrix[i][0+j] = 1;  }  }  else if(matrix[i][0+2\*j]>xmax){  if(matrix[i][1+2\*j]<ymin){  bmatrix[i][0+j] = 6;  }  else if (matrix[i][1+2\*j]>ymax){  bmatrix[i][0+j] = 10;  }  else{  bmatrix[i][0+j] = 2;  }  }  else{  if(matrix[i][1+2\*j]<ymin){  bmatrix[i][0+j] = 4;  }  else if (matrix[i][1+2\*j]>ymax){  bmatrix[i][0+j] = 8;  }  else{  bmatrix[i][0+j] = 0;  }  }  }  }  glColor3f(1.0,0.0,0.0);  for(int i=0;i<rows;i++){  if(bmatrix[i][0]==0 && bmatrix[i][1]==0){  glBegin(GL\_LINE\_STRIP);  glVertex2f(matrix[i][0],matrix[i][1]);  glVertex2f(matrix[i][2],matrix[i][3]);  glEnd();  }  else if((bmatrix[i][0]&bmatrix[i][1])!=0){  continue;  }  else{  float m = static\_cast<float>(matrix[i][3]-matrix[i][1])/static\_cast<float>(matrix[i][2]-matrix[i][0]);  if(bmatrix[i][0]==8){  y=ymax;  x=matrix[i][0]+(y-matrix[i][1])/m;  }  else if(bmatrix[i][0]==9){  y=ymax;  x=matrix[i][0]+(y-matrix[i][1])/m;    if(x>=xmin && x<=xmax){  }  else{  x= xmin;  y = matrix[i][1]+m\*(x-matrix[i][0]);  }  }  else if(bmatrix[i][0]==10){  y=ymax;  x=matrix[i][0]+(y-matrix[i][1])/m;  if(x>=xmin && x<=xmax){  }  else{  x= xmax;  y = matrix[i][1]+m\*(x-matrix[i][0]);  }  }  else if(bmatrix[i][0]==4){  y=ymin;  x=matrix[i][0]+(y-matrix[i][1])/m;  }  else if(bmatrix[i][0]==5){  y=ymin;  x=matrix[i][0]+(y-matrix[i][1])/m;  if(x>=xmin && x<=xmax){  }  else{  x= xmin;  y = matrix[i][1]+m\*(x-matrix[i][0]);  }  }  else if(bmatrix[i][0]==6){  y=ymin;  x=matrix[i][0]+(y-matrix[i][1])/m;  if(x>=xmin && x<=xmax){  }  else{  x= xmax;  y = matrix[i][1]+m\*(x-matrix[i][0]);  }  }  else if(bmatrix[i][0]==1){  x= xmin;  y = matrix[i][1]+m\*(x-matrix[i][0]);  }  else if(bmatrix[i][0]==2){  x= xmax;  y = matrix[i][1]+m\*(x-matrix[i][0]);  }  else{  x = matrix[i][0];  y = matrix[i][1];  }  if(bmatrix[i][1]==8){  y1=ymax;  x1=matrix[i][2]+(y1-matrix[i][3])/m;  }  else if(bmatrix[i][1]==9){  y1=ymax;  x1=matrix[i][2]+(y1-matrix[i][3])/m;  if(x1>=xmin && x1<=xmax){  }  else{  x1= xmin;  y1 = matrix[i][3]+m\*(x1-matrix[i][2]);  }  }  else if(bmatrix[i][1]==10){  y1=ymax;  x1=matrix[i][2]+(y1-matrix[i][3])/m;  if(x1>=xmin && x1<=xmax){  }  else{  x1= xmax;  y1 = matrix[i][3]+m\*(x1-matrix[i][2]);  }  }  else if(bmatrix[i][1]==4){  y1=ymin;  x1=matrix[i][2]+(y1-matrix[i][3])/m;  }  else if(bmatrix[i][1]==5){  y1=ymin;  x1=matrix[i][2]+(y1-matrix[i][3])/m;  if(x1>=xmin && x1<=xmax){  }  else{  x1= xmin;  y1 = matrix[i][3]+m\*(x1-matrix[i][2]);  }  }  else if(bmatrix[i][1]==6){  y1=ymin;  x1=matrix[i][2]+(y1-matrix[i][3])/m;  if(x1>=xmin && x1<=xmax){  }  else{  x1= xmax;  y1 = matrix[i][3]+m\*(x1-matrix[i][2]);  }  }  else if(bmatrix[i][1]==1){  x1= xmin;  y1 = matrix[i][3]+m\*(x1-matrix[i][2]);  }  else if(bmatrix[i][1]==2){  x1= xmax;  y1 = matrix[i][3]+m\*(x1-matrix[i][2]);  }  else{  x1 = matrix[i][2];  y1 = matrix[i][3];  }  glBegin(GL\_LINE\_STRIP);  glVertex2f(x,y);  glVertex2f(x1,y1);  glEnd();  }  }  glFlush();  } int main(int argc,char\* argv[]) {  glutInit(&argc,argv);  glutInitDisplayMode(GLUT\_SINGLE|GLUT\_RGB);  glutInitWindowSize(480,480);  glutCreateWindow("Cohen Sutherland Line clipping");  glutDisplayFunc(myDisplay);  myInit();  glutMainLoop();  return 1; } |
| --- |

Sample Input:

// Enter number of lines :4

// Enter point 1(x1,y1) :45 125

// Enter point 2(x2,y2) :225 110

// Enter point 1(x1,y1) :80 75

// Enter point 2(x2,y2) :160 85

// Enter point 1(x1,y1) :45 110

// Enter point 2(x2,y2) :215 40

// Enter point 1(x1,y1) :35 90

// Enter point 2(x2,y2) :75 60

// Enter window xmin, xmax,ymin,ymax :50 200 50 100

Sample Output:

![](data:image/png;base64,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)

**Learning Outcome:**

1. Learnt how to perform line clipping using cohen sutherland line clipping algorithm

2. Learnt how to construct the clipping window..

3. Was able to distinguish the clipped lines from actual lines.